
COMP 142 — Computer Science II: Objected-Oriented Programming — Spring 2025
CRNs 13612/13613

Instructor: Nate Phillips
Times: (Mon/Fri 10–10:50 and Wed 9–10:50) or (Mon/Fri 11–11:50 and Wed 11–12:50)
Classroom: Briggs 001
Course website: http://www.cs.rhodes.edu/142
Email: phillipsn@rhodes.edu
Office: Briggs 210
Office hours: Office hours: Mon 1-4 PM and Wed 2-3 PM.

Also available by appointment and via Zoom.

Official Course Description: An introduction to the fundamental concepts and practices of
object-oriented programming. The object-oriented programming paradigm is introduced,
with a focus on the definition and use of classes as a basis for fundamental object-oriented
program design. Other topics include an overview of programming language principles, sim-
ple analysis of algorithms, basic searching and sorting techniques, and an introduction to
software engineering issues.

Unofficial Course Description: CS142 is the second course in the sequence for computer science
majors or minors and ideally should be taken immediately after CS141. CS142 offers a
new perspective on software design through an introduction of the object-oriented paradigm.
Special emphasis is placed on the process of building hierarchies of abstractions to hide
implementation details through a careful and systematic analysis of problems of moderate
complexity. Various design approaches will be explored with the goal of identifying the
situations for which each approach is applicable.

This course will use the Java programming language as the vehicle for exploration of funda-
mental computer science concepts. However, this is not a course about Java; it is about the
structure and interpretation of computer programs.

The particular Java environment that will be used in this course is available in the computer
labs on Rhodes College campus, and can also be installed on personal computers. If you
intend to use your personal computer to develop programs for this class, you should have
IntelliJ (or another IDE of your choice) installed by the end of the first day of class. Keep in
mind that the source code that you submit for assignments must compile and run successfully
using the environment from class.

Course Objectives: At the end of this course, you should be able to:

� Analyze problems of moderate complexity and solve such problems by writing code using
the Java programming language,

� Apply principles of good program design, especially the uses of data abstraction and
modular program composition,

� Understand the fundamental design, analysis, and implementation of basic data struc-
tures and algorithms,

� Assess how the choice of data structures and algorithm design methods impacts the
performance of programs,

� Apply your programming skills to diverse applications in science and engineering.
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Course Topics: (not necessarily in this order)

� Java basics: syntax, data types, arrays, strings, functions, file reading
� Objects and classes
� Object-oriented design
� Inheritance and polymorphism
� Recursion
� Asymptotic analysis
� Linked lists
� Optional topics as time permits: generics, other data structures (stacks, queues)

Text: There is no required textbook for this class. Materials will be distributed in class or online.
That said, the following are recommended resources for this class:

� Introduction to Java by Liang (textbook),
� Introduction to Programming in Java by Sedgewick and Wayne (textbook),
� Official Java tutorials at https://docs.oracle.com/javase/tutorial/,
� Introduction to Programming using Java (free online textbook)
at https://math.hws.edu/javanotes/index.html,

� Exercism (free practice problems with solutions)
at https://exercism.org/tracks/java/exercises.

Prerequisites: The course assumes successful completion of CS141 or significant programming
experience. Please come see me if you have not had CS141.

Coursework:

Tentative weight Tentative date

Programming projects 40%
Labs and homework 20%
Exam 1 12.5% Wednesday, Febuary 26, in class
Exam 2 12.5% Wednesday, April 16, in class
Comprehensive final exam 15 Monday, May 5 at 8:30 AM

Tuesday, May 6 at 1:00 PM

Grades of A–, B–, C–, and D– are correlated with final course grades of 90%, 80%, 70%, and
60%, respectively. If your final course grade falls near a letter grade boundary, I may take
into account participation, attendance, and/or improvement during the semester.

Late Work and Makeup Assignments: Assignments are due at 11:59pm except for lab as-
signments or unless otherwise specified. Late work is unprofessional and will generally
be penalized at a rate of 8% per 24 hours late or 1 point per day for homework or lab
assignments. If the assignment is submitted five days after it is due, it will not be accepted
except in special cases, which might include sickness, injury, or other unforeseen events. If
you are aware of a conflict or issue that would prevent you from turning in your work on
time, contact the professor before the assignment is due in order to come up with a plan for
submission. The earlier you can contact the professor to create and agree upon a plan, the
better.
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Exams especially have a more specific late policy. If you contact me ahead of time with an
approved accomodation or specific need, it may be possible to adjust the date of the exam to
an earlier time to accomodate your request. In the case of an emergent situation such as a
medical emergency or a death in the family, contact me urgently so that we can make a plan
to address your situation and identify next steps. Otherwise, exams are to be completed at
the scheduled times; not taking exams on time can result in penalties on the exam, up to and
including a 0 on the exam.

Office Hours: In addition to regular office hours, I am often available immediately before or after
class for short questions. You never need an appointment to see me during regular office
hours; you can just come by.

Don’t be shy about coming by my office or sending me emails!! My goal for this
course is to help you understand course concepts and reach your full potential. I think
proactive communication is important and necessary in achieving this goal.

Attendance: Prompt attendance is expected for each class and is necessary for your success. If
you know ahead of time that you will be absent from class for any reason, please discuss
this with me at the beginning of the semester or as early as possible. Otherwise, if your
attendance deteriorates, you may be referred to the dean and asked to drop the course. Note
that in-class assignments or bonuses, if missed, will not be available to retake.

Attendance and participation may be considered when assigning a final grade. Attendance
will be checked each class lecture period, with consequences for excessive absences (more
than five). For each additional absence, points will be deducted from your grade, up to and
including dropping a letter grade.

Workload: It is important to stay current with the material. You should be prepared to devote
at least 2–3 hours outside of class for each in-class lecture. In particular, you should expect
to spend a significant amount of time for this course working on a computer trying example
programs and developing programming assignments. For the larger/more involved program-
ming assignments (the projects), it is expected to take an average of 20 hours to complete.
Do not wait until the last minute to start your programming assignments.

Even with intentional focus and preparation, it is possible for issues to come up that delay
assignment submission. As such, a once-a-semester extension is available upon request,
allowing for up to 48 hours’ grace for submissions. This extension may not be used for the
first project or the last project in the semester but is otherwise available.

You are encouraged to form study groups with colleagues from the class. The goal of these
groups is to clarify and solidify your understanding of the concepts presented in class, and
to provide for a richer and more engaging learning experience. However, you are expected to
turn in your own code that represents the results of your own effort. Even when working in
groups, each partner is expected to turn in the assignment.
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Getting Help: Students can get help with their coursework several different ways. The first place
to reach out for help is to come to office hours. Scheduled office hours are listed on Canvas,
the class website, and this syllabus. Additional meeting times are available by request. You
may also email the instructor.

There will be tutoring available five nights a week specifically for this course. More informa-
tion will be provided once the tutoring schedule is determined.

Programming Assignments:

� All programs assigned in this course must be written in Java, unless otherwise specified.
When turning in assignments, submit only the Java source code files (.java) and any
files necessary for your code to run (such as image files); do not submit any files generated
by the IDE (e.g., .class). Also be careful to submit the file you have edited/filled in
and not some other version of the file; always double-check that your files have been
correctly uploaded before exiting a submission on Canvas. No credit will be given
for missing or improper files submitted for assignments; if you choose to
resubmit, the base penalty will be 50% of the assignment.

� I recommend backing up your code somewhere as you’re working on your assignments.
Computer crashes or internet downtime are not valid excuses for missing a deadline.

� Grades for programming projects will be based on correctness of the program output,
efficiency and appropriateness of the algorithms used in the code, and style and docu-
mentation of the source code. In addition, bonus points may be offered on assignments
for meeting particular challenges or for creative or excellent program functionality.

� To ensure your programs recieve as high a score as possible:

– Start work early, and turn your programs in on time! Even if you are struggling
to resolve a minor issue, it is often better to turn the program in on time than to
spend a few extra days working on the issue.

– Look at the programming assignment page–typically, there is a clear list of
milestones your program needs to accomplish and documents to turn in. This is a
good list to review before you start and before you submit your assignment.

– Create a plan of how you are going to:

* Budget time for your program in light of your other commitments.

* Use what you’ve learned to solve the problem. Often, thinking out and designing
the program beforehand results in a much better (and faster!) process.

– Document any errors you are aware of in your program! This enables your
instructor to help you understand/address the underlying issue and is a sign of
having tested your program well.

– Finally, don’t hesitate to come see me or the tutors when you get stuck. We are
here to help you understand and grow in your programming knowledge!
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Rules for Completing Assignments Independently

� Unless otherwise specified, programming assignments handed in for this course are to be
done independently.

� Talking to people (faculty, other students in the course, others with programming expe-
rience) is one of the best ways to learn. I am always willing to answer your questions or
provide hints if you are stuck, and the tutors are an excellent resource for programming
help and instruction as well. But when you ask other people for help, sometimes it is
difficult to know what constitutes legitimate assistance and what does not. In general,
follow these rules:

– Rule 1: Do not look at anyone else’s code for the same project, or a
different project that solves a similar or identical problem.
Details: “Anyone else” here refers to other members of the class, people who have
taken the class before, people at other schools enrolled in similar classes, or any
code you find online or in print. “Similar or identical problem” here should allow
you to look at code that uses techniques applied in different situations that you
can then adapt to your project. However, if you find yourself copying-and-pasting
code or directly transforming code line by line to fit into your program, then that is
considered plagiarism. This includes code from the internet, automated programs
like ChatGPT, or other people; as such, be careful that your programs are your own
work and aren’t copied from other sources.

Exception: You may help someone else debug their program, or seek assistance in
debugging yours. However, this requires the person writing the code being debugged
to have made a good-faith attempt to write the program in the first place, and the
goal of the debugging must be to fix one specific problem with the code, not re-write
something from scratch.

– Rule 2: Do not write code or pseudocode with anyone else.
Details: You must make a good faith effort to develop and implement your ideas
independently before seeking assistance. Feel free to discuss the project in general
with anyone else before you begin and as you’re developing your program, but
when you get to the level of writing code or pseudocode, you should be working
independently.

A violation of these rules constitutes plagiarism and is not acceptable behaviour
for Rhodes students. Such violations will be dealt with harshly and will have consequences
that are reflected in your grades, which can include failing the assignment, dropping a letter
grade for the entire course, or even failing the course. However, if you have any questions
about what is acceptable for this course, please send me an email with the details relating to
your specific case.

At any point, you may be asked to explain your code or ideas or to reflect on aspects of your
coding style, approach, or the assignment itself. This self-analysis is part of your assignment,
but, even more, thoughtful responses will help you better understand your own code and
design practices!
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The underlying idea is that course work and outside assistance should genuinely help you to
learn the material (as opposed to just getting the assignment done). Programming assign-
ments are graded as a benefit to you; they are your chance to show what you have learned
under circumstances less stressful than an exam. In return, I ask only that your work fairly
reflect your understanding and your effort in the course.

Coding Style: Designing algorithms and writing the corresponding code is not a dry, mechanical
process, but an art form. Well-written code has an aesthetic appeal while poor form can make
other programmers (and instructors) cringe. Programming assignments will be graded based
on correctness and style. To receive full credit for graded programs, you must adhere to good
programming practices. Therefore, your assignment must contain the following:

� A comment at the top of the program that includes the author of the program, the date,
and a brief description of what the program does.

� Concise comments that summarize major sections of your code, along with a comment
for each function in your code that describes what the function does.

� Meaningful variable and function names
� Well-organized code
� White space or comments to improve legibility
� Avoidance of large blocks of copy-and-pasted code

Class Conduct:

� I encourage everyone to participate in class! I try to structure my classes around active
learning and participation-I’d love to hear your feedback or comments through questions
in class, office hour visits, and anonymous feedback oppurtunities. Some of the learning
exercises I most commonly use are thumbs-up/thumbs-down, practice problems/live
board work, and demoing code walkthroughs. If one of these strategies works better or
worse for you, please let me know!

� When in class, only use cell phones or other electronic devices for classwork and keep
the volume on silent.

� If you cannot make it to class for whatever reason, make sure that you know what
happened during the lecture that you missed. The information from that class is your
responsibility. (A good way of catching up is to ask a classmate!)

� If you have to leave a class early or arrive late, inform the instructor in advance.

Additional policies: On the class webpage, there are additional class and college policies covering
accommodations, academic integrity, diversity, sexual misconduct disclosure, and recording
lectures.
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